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HTML-mezu, 8b1 Modceme 6cmasisims pasiuiuHyr0 meKcmosyro, epapuieckyro, ayouo, suoeoundopmayuro u
UHMEPAKMUGHble USPbl HA CMPAHUYbL INEKMPOHHBIX NpUiodceHull. MumepakmusHvle KHONKU NO360AI0M
NPOCMAMPUBAMb KANCOVIO CIMPAHUYY NPpUnodicenus ¢ omoeivrocmu. Ilpu paspabomie mynomumeoutiHvlx
UHCMPYMEHMO8 PA36UBAIOMC MEOPUECKUe KAYecmea YHYeHUKd U NOGbIUAIOMC e20 KOMNbIOmepHble Ha-
8bIKU. HI3yuas KomnvromepHvle MEXHOJN02UU, CHYOeHm CMAHem 6blCOKOKBANUDUYUPOBAHHBIM CNEYUATUC-
MoM €O 3HaAHUeM Komnvlomepuou epamomuocmu. On 2omogum cebss Kk OVOyWUM HAGLIKAM pabomuvl HA
Komnviomepe 6 cgoell pabome 8 Kauecmae 6yoyuje2o npogheccuoHana.

B oannoui cmamve npusooumcsa pesynrbmam meopueckol pabomsl HA0 HPOEKMOM, KOMOPAs RPOouLLa
6 pamkax Kypca «HMupopmayuonnvie u KOMMYHUKAYUOHHbIE MEXHOI0SUUY, AGTIAEMCA AKMYAIbHOU MeMOl 8
N0020MOBKe CReYUAIUCo8 nedazocuiecko20 HanpaeieHus.

Knioueevie cnosa: cpagura, yeema, uncmpymenm, napucosaunsvili, Inkscape, HTML, eeb-cmpa-
HUYbl, meau.
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FEATURES OF USING REST-ARCHITECTURE
FOR DEVELOPMENT OF CLIENT-SERVER APPLICATIONS

Abstract

This article considers features of using REST-architecture for development
of client-server applications. HTTP client libraries for Java programming langua-
ge and examples of creating GET and POST requests on Java are given. The main
principles of working with Restlet framework for development of applications on
Java programming language are provided.

Key words: REST-architecture, client-server application, HTTP, Restlet,
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1 Introduction

Nowadays, there are a lot of ways to create client-server applications, and one of the wide-
spread one is REST API. REST is a style of software architecture for distributed hypermedia
systems; that is, systems in which text, graphics, audio, and other media are stored across a network
and interconnected through hyperlinks. It stands for REpresentation State Transfer, which requires
clarification because the central abstraction in REST — the resource — does not occur in the acro-
nym. A resource in the RESTful sense is anything that has an URI; that is, an identifier that satisfies
formatting requirements. The formatting requirements are what make URIs uniform. Recall, too,
that URI stands for Uniform Resource ldentifier; hence, the notions of URI and resource are
intertwined.
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2 Materials and methods

In a RESTful request targeted at a resource, the resource itself remains on the service
machine. The requester typically receives a representation of the resource if the request succeeds. It
is the representation that transfers from the service machine to the requester machine. In different
terms, a RESTful client issues a request that involves a resource, for instance, a request to read the
resource. If this read request succeeds, a typed representation (for instance, text/html) of the
resource is transferred from the server that hosts the resource to the client that issued the request.
The representation is a good one only if it captures the resource’s state in some appropriate way.

In summary, RESTful web services require not just resources to represent but also client-
invoked operations on such resources. At the core of the RESTful approach is the insight that
HTTP, despite the occurrence of Transport in its name, is an API and not simply a transport proto-
col. HTTP has its well-known verbs, officially known as methods. Table 1 shows the HTTP verbs
that correspond to the CRUD (Create, Read, Update, Delete) operations so familiar throughout
computing.

Table 1 — HTTP verbs and CRUD operations

HTTPverb  Meaning in CRUD terms

POST Create a new resource from the request data
GET Read a resource
PUT Updirte a resource from the request data

DELETE Delete a resource

Although HTTP is not case-sensitive, the HTTP verbs are traditionally written in uppercase.
There are additional verbs. For example, the verb HEAD is a variation on GET that requests only
the HTTP headers that would be sent to fulfill a GET request. There are also TRACE and INFO
verbs.

Picture 1 is a whimsical depiction of a resource with its identifying URI, together with a
RESTful client and some typed representations sent as responses to HTTP requests for the resource.
Each HTTP request includes a verb to indicate which CRUD operation should be performed on the
resource. A good representation is precisely one that matches the requested operation and captures
the resource’s state in some appropriate way. For example, in this depiction a GET request could
return my biography as a hacker as either an HTML document or a short video summary. The video
would fail to capture the state of the resource if it depicted, say, only the major disasters in my
brother’s career rather than those in my own. A typical HTML representation of the resource would
include hyperlinks to other resources, which in turn could be the target of HTTP requests with the
appropriate CRUD verbs.

HTTP also has standard response codes, such as 404 to signal that the requested resource
could not be found, and 200 to signal that the request was handled successfully. In short, HTTP pro-
vides request verbs and MIME types for client requests and status codes (and MIME types) for
service responses.

Modern browsers generate only GET and POST requests. Moreover, many applications treat
these two types of requests interchangeably. For example, Java HttpServlets have callback methods
such as doGet and doPost that handle GET and POST requests, respectively. Each callback has the
same parameter types, HttpServletRequest (the key/value pairs from the requester) and
HttpServletResponse (a typed response to the requester). It is common to have the two callbacks
execute the same code (for instance, by having one invoke the other), thereby conflating the original
HTTP distinction between read and create. A key guiding principle of the RESTful style is to
respect the original meanings of the HTTP verbs. In particular, any GET request should be side
effect-free (or, in jargon, idempotent) because a GET is a read rather than create, update, or delete
operation. A GET as a read with no side effects is called a safe GET.
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Identifying URL: htip://my.life.job/hadker

Resource: My life as a hacker

[y
HTTP requests HTTP responses
GET: Read MIME-typed representations of the resource such as:
POST: Create GET: HTML page with my hacker’s bio
PUT: Update GET: Short video of major disasters
DELETE: Delete PUT: Plzin taxt acknowledgement of update
POST: Fancy HTML acknowledgement of resource creation

RESTful client

Picture 1 — A small slice of a RESTful system

The REST approach does not imply that either resources or the processing needed to gene-
rate adequate representations of them are simple. A REST-style web service might be every bit as
subtle and complicated as a SOAP-based service. The RESTful approach tries to simplify matters
by taking what HTTP, with its MIME type system, already offers: built-in CRUD operations, uni-
formly identifiable resources, and typed representations that can capture a resource’s state. REST as
a design philosophy tries to isolate application complexity at the endpoints, that is, at the client and
at the service. A service may require lots of logic and computation to maintain resources and to
generate adequate representation of resources — for instance, large and subtly formatted XML
documents — and a client may require significant XML processing to extract the desired information
from the XML representations transferred from the service to the client. Yet the RESTful approach
keeps the complexity out of the transport level, as a resource representation is transferred to the
client as the body of an HTTP response message. By contrast, a SOAP-based service inevitably
complicates the transport level because a SOAP message is encapsulated as the body of a transport
message; for instance, an HTTP or SMTP message. SOAP requires messages within messages,
whereas REST does not [1, p. 123].

3, 4 Results and discussions

HTTP client libraries for Java programming language.

The Java standard library comes with an HTTP client, java.net.HttpURLConnection. You
can get an instance by calling open on a java.net.URL object. Though it supports most of the basic
features of HTTP, programming to its API is very difficult [2, p. 34]. The Apache Jakarta project
has a competing client called HttpClient, which has a better design. There’s also Restlet. It’s also an
HTTP client library. The class org.restlet.Client makes it easy to make simple HTTP requests, and
the class org.restlet.data.Request hides the HttpURLConnection programming necessary to make
more complex requests. Table 2 lists the features available in each library.

Table 2 — HTTP feature matrix for Java HTTP client libraries
HttpURLConnection  HttpClient  Restlet

HTIPS Yes
HTIP verbs All
Custom data Yes

Custom headers  Yes

Proxies Yes

Compression No No Yes

Caching Yes Nz Yes

Auth methods Basic, Digest, NTLM " Basic, Amazon
Cookies Yes " ’

Redirecs Yes
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Now, let’s consider an example of connection a client on Java with REST API. Apache
HTTP Client makes the request processing simpler, and in case of using Maven (a build automation
tool used primarily for Java projects) it is possible to write following XML:
<dependency>
<groupld>org.apache.httpcomponents</groupld>
<artifactld>httpclient</artifactld>
<version>4.3.6</version>
</dependency>
A REST API client uses the GET method in a request message to retrieve the state of a
resource, in some representational form. A client’s GET request message may contain headers but
no body [3, p. 24].
Here is an example for GET requests:
public class Test {
public static void main(String[] args) throws ClientProtocolException, IOException {
HttpClient client = new DefaultHttpClient();
HttpGet request = new HttpGet("http://restUrl");
HttpResponse response = client.execute(request);
BufferedReader rd = new BufferedReader (new
InputStreamReader(response.getEntity().getContent()));
String line ="";
while ((line = rd.readLine()) != null) {
System.out.println(line);

b
}
b

Clients use POST when attempting to create a new resource within a collection. The POST
request’s body contains the suggested state representation of the new resource to be added to the
server-owned collection [3, p. 26].

An example for POST requests:

public class Test {

public static void main(String[] args) throws ClientProtocolException, IOException {
HttpClient client = new DefaultHttpClient();
HttpPost post = new HttpPost("http://restUrl");
List nameValuePairs = new ArrayList(1);
nameValuePairs.add(new BasicNameValuePair("name", "value"));
post.setEntity(new UrlEncodedFormEntity(nameValuePairs));
HttpResponse response = client.execute(post);
BufferedReader rd = new BufferedReader(new
InputStreamReader(response.getEntity().getContent()));
String line ="";
while ((line = rd.readLine()) != null) {
System.out.println(line);

}
b
}

As the REST design philosophy becomes more popular, new frameworks are springing up to
make RESTful design easy. Existing frameworks are acquiring RESTful modes and features. This,
in turn, drives additional interest in REST [2, p. 339].
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The Restlet Framework. Several web frameworks have embraced REST, perhaps none
more decisively than Rails with its ActiveResource type, which implements a resource in the
RESTful sense. Rails also emphasizes a RESTful style in routing, with CRUD request operations
specified as standard HTTP verbs. Grails is a Rails knockoff implemented in Groovy, which in turn
is a Ruby knockoff with access to the standard Java packages. Apache Sling (http://incuba-
tor.apache.org/sling/site/index.html) is a Java-based web framework with a RESTful orientation [1,
p. 186].

The Restlet framework (http.//www.restlet.org) adheres to the REST architectural style and
draws inspiration from other lightweight but powerful frameworks such as Net-Kernel
(http://www.1060.0rg) and Rails. As the name indicates, a restlet is a RESTful alternative to the
traditional Java servlet. The restlet framework has a client and a service API. The framework is well
designed, relatively straightforward, professionally implemented, and well documented. It plays
well with existing technologies. For example, a restlet can be deployed in a servlet container such as
Tomcat or Jetty. The restlet distribution includes integration support for the Spring framework and
also comes with the Simple HTTP engine (http://www.simpleframework.org), which can be
embedded in Java applications.

The Restlet framework provides easy-to-use Java wrappers such as Method, Request,
Response, Form, Status, and MediaType for HTTP and MIME constructs. The framework supports
virtual hosts for commercial-grade applications.

The Restlet download includes a subdirectory RESTLET HOME/Iib that houses the various
JAR files for the restlet framework itself and for interoperability with Tomcat, Jetty, Spring,
Simple, and so forth. For the sample restlet service in this section, the JAR files com.noelios.rest-
let.jar, org.restlet.jar, and org.simpleframework.jar must be on the classpath. A restlet client could
be written using a standard class such as HttpURLConnection.

The Restlet terminology matches the terminology of REST as described in the Fielding the-
sis: resource, representation, connector, component, media type, language, and so on.

Restlet adds some specialized classes like Application, Filter, Finder, Router, and Route, to
make it easier to combine restlets with each other, and to map incoming requests to the resources
that ought to handle them.

The central concept of Restlet is the abstract Uniform class, and its concrete subclass
Restlet. As the name implies, Uniform exposes a uniform interface as defined by REST. This inter-
face is inspired by HTTP’s uniform interface but can be used with other protocols like FTP and
SMTP. The main method is handle, which takes two arguments: Request and Response. As it can
be seen from Picture 2, every call handler that is exposed over the network (whether as client or
server) is a subclass of Restlet — is a restlet — and respects this uniform interface. Because of this
uniform interface, restlets can be combined in very sophisticated ways.

Uniform
Restlat
Ll
— <
Connector Application Router Finder Component Filter
T 1 T[] T T1
(lient Server VirtualHost Directory Guard Route

Picture 2 — The Restlet class hierarchy
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Every protocol that Restlet supports is exposed through the handle method. This means
HTTP (server and client), HTTPS, and SMTP, as well as JDBC, the file system, and even the class
loaders all go through handle. This reduces the number of APIs the developer must learn. Filtering,
security, data transformation, and routing are handled by chaining together subclasses of Restlet.
Filters can provide processing before or after the handling of a call by the next restlet. Filter
instances work like Rails filters, but they respond to the same handle method as the other Restlet
classes, not to a filter-specific APL.

A Router restlet has a number of Restlet objects attached to it, and routes each incoming
protocol call to the appropriate Restlet handler. Routing is typically done on some aspect of the
target URI, as in Rails. Unlike Rails, Restlet imposes no URI conventions on your resource hierar-
chies. You can set up your URIs however you want, so long as you program your Routers appro-
priately.

Routers can stretch beyond this common usage. You can use a Router to proxy calls with
dynamic load balancing between several remote machines! Even a setup as complex as this still
responds to Restlet’s uniform interface, and can be used as a component in a larger routing system.
The VirtualHost class (a subclass of Router) makes it possible to host several applications under
several domain names on the same physical machine. Traditionally, to get this kind of feature
you’ve had to bring in a front-end web server like Apache’s httpd. With Restlet, it’s just another
Router that responds to the uniform interface.

An Application object can manage a portable set of restlets and provide common services. A
“service” might be the transparent decoding of compressed requests, or tunneling methods like PUT
and DELETE over overloaded POST using the method query parameter. Finally, Component
objects can contain and orchestrate a set of Connectors, VirtualHosts, and Applications that can be
run as a standalone Java application, or embedded in a larger system such as a J2EE environment.

5 Conclusions
In conclusion, it should be noted that REST API is one of the best ways to develop client-server
applications, because of its easiness to understand and use in the process of creating web
applications, mobile applications and other kinds of client-server based software. The restlet fra-
mework is a quick study. Its chief appeal is its RESTful orientation, which results in a lightweight
but powerful software environment for developing and consuming RESTful services. The chief
issue is whether the restlet framework can gain the market and mind share to become the standard
environment for RESTful services in Java. The Jersey framework has the JSR seal of approval,
which gives this framework a clear advantage.
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CAJIBIKOBA, 0.C., UBAHOBA, I.B., KHEHBAEBA, A.A., TYJIETAEB, E.C.

KJUEHT-CEPBEPJIIK KOCBIMIIAJIAPABI KACAY BAPBICBIHJIA REST-APXUTEKTYPA-
CbIH KOJIJAHY EPEKIIEJIIKTEPI

bepineen maxanada xnuenm-cepsepiix Kocvlmuianapowl sxcacay yuin REST-apxumexmypacoin Koj-
odany epexuienikmepi Kapacmulpvlizan. Java bazoapramanay minine apuanean HTTP xnuenm ximanxana-
aapwl men Java-oa GET ocone POST cypaynapwin scacay mvlcandapul keamipineen. Java bazdapramanay
mininOe Kocvlmwianap xcacayza apuanear Restlet (hpetimgopKviHbIH HCYMbIC NPUHYUNIMEDT KOPCEMINZEH.

Kinm ce30ep: REST-apxumexmypacwi, kiuenm-cepsepiix kocvimwa, HTTP, Restlet, Java 6azoapna-
manay mini.
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CAJIBIKOBA, O.C., HBAHOBA, I.B., JKHEHBAEBA, A.A., TYJIETAEB, E.C.

OCOBEHHOCTHU HUCHOJBb30BAHUSA REST-APXUTEKTYPbI JJISA PASPABOTKHU KJIMEHT-
CEPBEPHBIX TPUJIOKEHUM

B oaunnoti cmamve paccmampusaiomcs ocobennocmu ucnonvzoganus REST-apxumexmypol 0as
paspabomku ¢ KiueHm-cepsepruiMu npunodcenusimu. Ilpusedenvi knuenm oubauomexu HTTP ona azvika
npoepammupoganus Java, a maxace npumepsi cozoanus GET u POST 3anpocos na Java. Ilpedcmagnenvl
OCHOBHble NpuHyunvl pabomel @pelimeopka Restlet Onsn  paspabomku npunodiceHutl Ha  s3blKe
npozpammuposanus Java.

Knroueevie cnoea: REST-apxumexmypa, rknuenm-cepsepuoe npuinodicerue, HTTP, Restlet, azvik
npoepammuposanus Java.
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BUOMEXAHUYECKHE ACHHIEKTbI COBEPIIEHCTBOBAHUA
JABUI'ATEJIBHBIX TEMCTBUU B CIIOPTE

Annomauusn

lna pecucmpayuu mpaexmopuu 08uUdCeHUs WMAHSU U pacuema KuHema-
MUYecKUx U OUHAMUYECKUX noxkazamereli Obll UCNONIL308AH CREYUAIUIUPOBAHHBIL
annapamuo-npopaAMMHbIN KOMNIEKC U COOMEEMCMEyloujee npozpammioe obecne-
yeHue. B ucciredosanuu npumsiu yyacmue cnOpmcMeHbsl 8biCOKOU Keanuguxayuu
(n=13). Ananuz noayuennvix OUOMEXAHUUECKUX NOKA3ameneli MeXHUKU moauKkd
wmaneu om epyou no360U GblA8UMDb (axmopul, erusiowue Ha dPHeKmusHocmy
odgueamenvroeo Oeticmeus. Ha ocnose nonyuennvix Oaunnuix Ovlia pazpabomana
UHHOBAYUOHHASL NPOSPAMMA COBEPUIEHCINBOBAHUS 08ULAMENbHO20 OeUCMBUsa U
npogepeHa 6 Xxode neodazocudecKoz20 dKcnepumeHma (n=>5) c¢ ucnoavszosanuem
OuoMexanuuecko2o KOHmMpOJisl.

Kntouesvie cnoea: msdicenas amiemuxa, OUOMEXAHUYECKUU KOHMPOTb,
MEeXHUKA MONYKA Wmaneu om 2pyou, CMAmucmuyeckull auaius, Gaxmopmbiil
AHANIU3, COBEPULEHCIBOBAHUE MEXHUYECKO20 MACMePCmEa.

1 BBenenue

Axmyanvnocms uccnedosanus. COBEpIICHCTBOBAHHUE JBUraTEIbHBIX JIEHCTBUHA M TEXHUYEC-
KOI'0 MAacCTEpPCTBA TSKEIOATIIETOB CBSA3aHO C MPUMEHEHUEM PAa3JIMYHBIX COBPEMEHHBIX HHCTPYMEH-
TaJIbHBIX METOAUK O0OBEKTHUBHOTO KOHTPOJIS,, KOTOPble HEOOXOIUMBI JUIs TOJIy4YE€HUs] TOUHBIX KOJIH-
YEeCTBEHHBIX IOKa3aTeje OMOMEXaHMYECKOW CTPYKTYpbI ABHTATEIbHBIX JACUCTBUIl CIOPTCMEHOB,
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